**Rat in a Maze – GFG**

CODE :

import java.util.ArrayList;

public class fndPaths {

    static ArrayList<String> res;

    static int[][] visited;

    public static void findPaths(int[][] m, int row, int col, String s, int n) {

        if (row == n - 1 && col == n - 1) {

            res.add(s);

            return;

        } else {

            visited[row][col] = 1;

        }

        if (row + 1 < n && visited[row + 1][col] == 0 && m[row + 1][col] == 1) {

            findPaths(m, row + 1, col, s + "D", n); // DOWN

        }

        if (col - 1 >= 0 && visited[row][col - 1] == 0 && m[row][col - 1] == 1) {

            findPaths(m, row, col - 1, s + "L", n); // LEFT

        }

        if (col + 1 < n && visited[row][col + 1] == 0 && m[row][col + 1] == 1) {

            findPaths(m, row, col + 1, s + "R", n); // RIGHT

        }

        if (row - 1 >= 0 && visited[row - 1][col] == 0 && m[row - 1][col] == 1) {

            findPaths(m, row - 1, col, s + "U", n); // UP

        }

        visited[row][col] = 0;

    }

    public static ArrayList<String> findPath(int[][] m, int n) {

        visited = new int[n][n];

        res = new ArrayList<>();

        if (m[0][0] == 0) {

            return res;

        }

        String s = "";

        findPaths(m, 0, 0, s, n);

        return res;

    }

    public static void main(String[] args) {

        int[][] matrix = {

            {1, 0, 0},

            {1, 1, 0},

            {1, 1, 1}

        };

        int size = 3;

        ArrayList<String> paths = findPath(matrix, size);

        if (paths.isEmpty()) {

            System.out.println("No paths found.");

        } else {

            System.out.println("Paths found:");

            for (String path : paths) {

                System.out.println(path);

            }

        }

    }

}

OUTPUT :

![A screenshot of a computer

Description automatically generated with medium confidence](data:image/png;base64,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)

**Combination Sum - LC : 39**

CODE :

import java.util.ArrayList;

import java.util.List;

public class Combination\_Sum {

    public static void main(String[] args) {

        Solution solution = new Solution();

        int[] candidates = {2, 3, 6, 7};

        int target = 7;

        List<List<Integer>> combinations = solution.combinationSum(candidates, target);

        System.out.println(combinations);

    }

}

class Solution {

    public void findCombinations(int index, int[] arr, int target, List<List<Integer>> ans, List<Integer> ds) {

        if (index == arr.length) {

            if (target == 0) {

                ans.add(new ArrayList<>(ds));

            }

            return;

        }

        if (arr[index] <= target) {

            ds.add(arr[index]);

            findCombinations(index, arr, target - arr[index], ans, ds);

            ds.remove(ds.size() - 1);

        }

        findCombinations(index + 1, arr, target, ans, ds);

    }

    public List<List<Integer>> combinationSum(int[] candidates, int target) {

        List<List<Integer>> ans = new ArrayList<>();

        findCombinations(0, candidates, target, ans, new ArrayList<>());

        return ans;

    }

}

OUTPUT :

![A screen shot of a computer

Description automatically generated with medium confidence](data:image/png;base64,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)